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Abstract

Geometric trees are graphs with no cycles in which the nodes have spatial co-ordinates and the edges are geo-
metric curves. Many physical systems can be represented effectively using geometric trees, e.g. river beds, animal
neurons, respiratory tracks of mammals etc. As these systems undergo structural metamorphosis, temporally or
under the effect of some external stimulus, the underlying tree structures also change. Given two snapshots of
structurally morphed trees, an algorithm for comparing them based on geometric and topological tree features is
presented. Such comparison provides a wealth of information for interpreting the metamorphosis.

1. Introduction

A geometric tree is defined as a graph with no cycles in
which the nodes have spatial co-ordinates from the embed-
ded metric space and the edges are geometric curves, e.g.
visualization of a river bed pattern, animal neurons, and ge-
netic trees of animals or plants (Figure 6).

In many applications, a
geometric tree may struc-
turally morph by altering
the positional node co-
ordinates, the geometry of
the edges, and by adding

Figure 1: A regular neu- or deleting a few nodes and
ron (left) and a post is- edges, e.g., a neuron can be
chemic one (right) with represented as a geometric
computed matches color tree which changes struc-
coded with same colors. turally under the influence

of a chemical agent, a river

can change course over
time or the respiratory tracks of mammals can grow with
age. Given snapshots of two morphing geometric trees, an
appropriate matching between different subtrees provides
valuable insight about the process of metamorphosis or the
attributes of the external stimuli causing it (Figure 1).

The challenges in finding matches in geometric trees
mainly arise due to allowed and possible differences be-
tween trees. Many graph similarity algorithms assume that
the graphs have same number of nodes, or one graph is a
subgraph of the other. The matching algorithm presented
here allows inserting and deleting nodes and edges, and vast
changes in both topology and geometry. Further, in spite of
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such large differences between the trees, the algorithm can
take into account node adjacency and edge coherency, i.e.
two adjacent nodes in one tree is highly likely to be matched
with two adjacent nodes in the other. In order to ensure node
adjacency and edge coherency, one has to consider exponen-
tial number of sets of edge disjoint paths in each tree. Most
of the earlier works reduce the solution space by limiting
the problem to labeled, rooted, topological trees maintaining
strict ancestor descendant relationship which implicitly de-
fines the sets of edge disjoint paths. In contrast, completely
arbitrary geometric trees are considered here that may have
unequal number of nodes and edges, may be rooted or un-
rooted, labeled or unlabeled, topological or geometric. In-
stead of restrictively predefining the sets of edge disjoint
paths, these paths are built using salient geometric and topo-
logical tree features. In summary, the tree matching algo-
rithm is a novel and one of the most generic algorithms and
is capable of handling even approximate tree matches.

2. Related Work

Tree structures have been well studied in diverse fields in-
cluding computer vision, computational biology, natural lan-
guage processing among others. Most applications consider
labeled or ordered trees where the sibling nodes main-
tain a strict left-right order. The basic idea of matching
such trees is to compute a minimized sequence of edit
distances required to relabel or add/delete certain nodes.
The edit distance notion for ordered trees was introduced
by Tai [Tai79] and modified by Kosaraju [Kos89], Maki-
nen [M§9], Zhang and Shasha [ZS89], Klein [Kle98] and
Chen [CheO1]. In computer vision Liu et.al. [LG99] matches
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2D shapes through their skeletal tree representation and Can-
toni et.al. [CCG*98] uses trees to match two planar ob-
jects at multiple resolution levels. A similar approach was
used for video comparison by Wing Ng et.al. [NKLO1].
Tree matching is used in natural language processing in
searching and retrieving complex feature structures from
lexical databases as shown by Kilpelainen et.al. [KM92],
Oflazer [Ofl96] and Wang et.al. [WMCO09]. Syntactic tree
matching is used to identify similarities between computer
programs by Yang [Yan91], Hoffmann et. al. [HO82] and
Ramesh [RR92]. Tree matching is also used for compar-
ing similar web pages represented as labeled document ob-
ject tree by Kumar et.al. [KTA*11] and Jindal et.al. [JL10].
In computational biology, tree matching is used by Aoki
et.al. [AYO"03] for aligning maximally matching glycan
subtrees, Luccio [LP91] for comparing glycogen trees, Jiang
et.al. [JWZ95] for matching RNA structures, and Pisupati
et.al. [PWMZ96] for matching 3D human lung structures.

The fundamental difference between all of the above
methods and the one presented here is that, the latter consid-
ers arbitrary unordered and unlabeled geometric trees with-
out any node correspondence or ancestor-descendant rela-
tionship. Since there is no prior assumption about the type
of tree considered, the matching is more general in nature
and the matching parts may exist anywhere in both the trees.

3. Problem Definition

A geometric tree is a graph with no cycles where each node
has co-ordinate values and each edge is a geometric curve.
The number of edges incident on a node is defined as its
degree. A node is a leaf, path or internal when there are one,
two or more than two incident edges respectively (Figure 2).

Matching two geomet-
ric trees is equivalent to
matching their node sets.
However, a naive node
matching does not take
into account spatial co-
herency, potentially gen-
erating matches in drasti-
cally different tree loca-
tions. Although this prob-
lem can be avoided by
computing a match be-
tween the paths of the two trees, such an approach is com-
putationally expensive due to the exponential number of
paths (a path can be practically formed between any two tree
nodes). Also, the matched paths will most likely have an un-
desirably large number of edge overlaps. A better approach
is to decompose each tree into a set of edge-disjoint paths,
unless such a decomposition is already provided, and then
find matches between those decompositions. This process is
called a branch decomposition (Figure 2, Appendix A), and
an element or branch in this decomposition is a path from

Figure 2: Left: A geometric
tree with node co-ordinates.
Right: Branch decomposi-
tion with the root and differ-
ent levels highlighted.

a leaf node to an internal node or another leaf node. In this
process, if the tree is unrooted, one geometrically dominant
branch is computed between two leaf nodes one of which
is considered as the root. If the tree is rooted, edge-disjoint
branches that start from an internal or root node and end in
a leaf node are computed such that their union is the given
tree. Each branch thus contains exactly one leaf and one in-
ternal or root nodes.

Given the branch decompositions of the two trees, a match
is computed by finding a mapping between their decompo-
sitions such that a branch in one tree has at most one match
in the other. Tree matching in this way ensures that no edge
has more than one match in the other tree. Since the trees
may not have the same number of nodes, edges, or branches,
there may be unmatched branches in either or both the trees.

Consider two sets, A and B, of mutually disjoint branches
in the two trees. Each pair of branches (a;,b;), where a; € A
and b; € B has a branch matching cost which takes into ac-
count their geometric and topological features. Each branch
in either set also has a cost for not matching it. The prob-
lem of similarity matching is defined as one in which ev-
ery branch is matched to at most one branch, and the total
match cost is minimum, i.e. the problem is to find the set
of matching branches S, S C A x B such that if (a;,b;) € S,
(aj,b;) €8, aj,a; €A, b;,b; € B, then a; # aj and b; # b}
and the total cost C = C| 4+ C; is minimum, where C is the
sum of the cost of the matches in S and C; is the sum of the
cost of not matching the unmatched branches in either set.

4. Geometric Tree Matching

The problem of matching two geometric trees is reduced
to that of finding an optimum match between their edge-
disjoint branches. The cost, or measure of similarity between
two branches is evaluated from their geometric and topolog-
ical features. The geometric features used are branch length,
algebraic and absolute sums of the turning angles at each
intermediate branch node, difference in turning angles, and
the number of self-intersections. The considered topological
features are the ancestor-descendant relationship between
branches and the hierarchical branch position from a spec-
ified root (Figure 3). Without loss of generality, trees con-
sidered here have linear edges (piece wise linear branches)
and the branches may have self-intersections in general posi-
tions, although the intersections are not considered as nodes.

>
0

ROOT o

Figure 3: Left: The geometric properties in the feature vec-
tor of a branch. Right: Hierarchical decomposition of a
rooted tree. Branch B in level one has two children, A and
C, each in level two. Branch D, a child of C is in level 3.
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The branch features form a vector space, called the fea-
ture space, in which each branch is represented by a feature
vector. The cost, C;; of matching two individual branches i
and j, in the source and target trees respectively, is a scalar
value obtained by computing the weighted distance between
their respective feature vectors, i.e. C;; = Xwy * dy (uy, vg),
where u; and v, are the k' I feature in the feature vectors u =
(uy,up,u3,....,un) and v = (vy,va,v3,....,vy) of the branches
i and j respectively, d; and wy, are the distance function eval-
uating the feature similarity and the weight associated with
the k" feature respectively. The distance function considered
is the Manhattan distance i.e. d(uy, vi) = |ugx — vi|, although
any other distance function can be used, e.g. Bhattacharya
distance [Bha43] or Kullback-Liebler divergence [KL51].

Since the two trees to be matched may not have equal
number of nodes, not all branches may have a match. Even if
there are equal number of branches, a few matches may not
be appropriate when considering node adjacency and edge
coherency, and hence such branches are left unmatched.
The cost Cjy, of not matching a branch i is calculated as
a weighted combination of its features, i.e. Gy = Zwy *

di(u,0), where uy is the K" feature in the feature vector
of branch i and wy, and dj have the same meaning as before.

4.1. Tree Matching as Minimum Weight Perfect
Matching Problem

Tree matching can be modeled as a bipartite graph matching
problem, where G is a graph, with two disjoint node sets, P
and Q, corresponding to the branch sets A and B of the source
and target trees respectively. Null sets of branches, termed as
dummy nodes are added to both P and Q to make them equal
in size. An edge E;; in G connects a node i € P to a node
J € 0, and is associated with a cost C;; which is the branch
matching cost if i and j are regular branches, is the cost of
not matching a branch if one of 7 or j is a dummy node, and
is zero otherwise. Finding an optimal match is thus reduced
to finding a minimum weight (minimized sum of edge costs)
perfect matching of G. A well known technique to find this
match is the Hungarian algorithm [Kuh55, Mun57]

Minimum weight perfect matching problem: In a com-
plete bipartite graph, G, with node sets P and Q, |P| = |Q|,
weight C;; for all the edges E;; connecting nodes i € P and
J € O, a minimum weight perfect matching M is a 1-factor
(spanning subgraph where every vertex is a degree 1 vertex)
of G where the sum of the edge weights in M is minimum.

The above described formulation naively matches tree
branches without considering spatial coherency, and being
completely dependent on individual branch features can pro-
duce matches in unlikely tree locations (Figure 4).

In most practical cases, the two trees being matched are
not completely different, rather they have patches of similar
subtrees widely scattered, which a ‘good” matching should

(© The Eurographics Association 2014.

identify. Therefore, the matching criterion should not be lim-
ited to the matching individual branches, but should also
consider matching the subtrees originating from them. One
way to identify such deeper matching is to enhance the cost
basis for matching individual branches by including their de-
scendants. The match cost between two branches a and b is
thus computed recursively in terms of their children as fol-
lows (Algorithm 1). A minimum weight perfect matching,
C is computed for the graph with node sets representing the
children branches of a and b. If C; is the cost of matching a
and b individually, the overall match cost is given by C; +C5.
The new branch cost gives an intuitive matching in Figure 4.

Algorithm 1 Calculate Matching Cost (a, b)
1: Imput: Branches a, b, Output: Cost C of matching them

: if a = NULL and b = NULL, return O

: S; < all children of a, S + all children of b

: Vi€ Sy,j €8s, C(i, j)=Calculate Matching Cost (i,j)

: C} <—the cost of minimum weight perfect matching of a
graph with node sets S; and S, and edge costs C(i, j)

6: C, < individual cost of matching a and b

7: return C; +Cy

AW N

Tree matching with the mod-

ified branch cost is also not A . N
. . . R { F
sufficient for producing intuitive Wi} . " .

matches as the matching is still ooty 2 roor}

performed over the entire branch
sets of both the trees, thereby
keeping the risk of arbitrary
matching still exposed. One way
to avoid this is to restrict the
matching between same hierar-
chical branch levels. However, there is no guarantee that
similar subtrees in the two trees will be in the same level, and
the number of levels in the trees can also be different (Fig-
ure 5). A more logical approach is to expose the branches in
clusters, over multiple iterations of matching. In each itera-
tion, only a few branches are exposed and thus the options
for finding a match is limited, and if no acceptable match is
available from that set, then in the next iteration of perfect
matching, more potentially matchable branches are exposed
to increase the chances of a good match. This approach is
termed as sliding window matching (Algorithm 2).

Figure 4: Naive
match (same letters)
differs from intuitive
BE’,DB’,CG’,ED".

Let S be the final set of matched branches, and 6| and 7,
denote the set of first level branches in the two trees. A min-
imum weight perfect matching, P is computed with the bi-
partite graph with node sets as 61 and ;. The edge weights
are computed by Algorithm 1. Among the chosen edges in
the perfect matching, if an edge cost, say between a; and
by, is less than a specified threshold 1, then (ay,by) is added
to the solution set S. Further, since the matching cost be-
tween a; and b; includes the perfect matching cost between
the their descendents, the matched descendent branches that
are responsible for this minimum match cost between a; and
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by are also included in S. Adding matches between the sub-
trees into the final set also improves spatial and topological
coherency of matches through the levels of hierarchy. Any
unmatched descendent branch is left unmatched in the sub-
sequent matching process, since their ‘non-matching’ cost
is also included and considered while matching a; and b
in the recursive Algorithm 1. Let 61/ and 71/ be the set of
branches which have remained unmatched in the two trees.
Also let 65 and T, be the set of second level branches which
are the children of those in 67/ and m;/. A new instance
of bipartite graph matching is created using 61/ U 6, and
T/ UTy, as the node sets which is solved to obtain a new set
of matches in a similar manner. The process is continued by
repeatedly adding new branches from lower hierarchical lev-
els to the unmatched ones in each successive iteration until
both the sets remain unchanged from the previous iteration.
In each iteration the sets ¢ and 7 denote the sliding win-
dow to which elements are added and removed between iter-
ations. If in a particular iteration, a branch b is not matched,
but one of its descendants, say b; gets matched, then in the
next iteration the branch b is modified by removing b and
all its descendents from its descendant list. This is especially
helpful in situations shown in the right hand side of Figure 5.

£ A N 5 1 N
o a
rooT < rooT 2

Figure 5: Left: Restrictive match with modified branch cost
produces a B-3,D-4 and E-5 match although identical sub-
trees B and 2 should be matched ideally. Right: Sliding win-
dow matching exposes branches B,C,D from source and 3,4
[from target trees, all in level two. A perfect match produces
B-3 and D-4 (and E-5), out of which D-4 has a low cost and
considered a good match, while B-3 is not. In the next step,
branch 2 is exposed and a new perfect match is computed
between sets {B,C} and {2,3} from which a desirable B-2
match with low match cost is obtained. A match between all
branches could have produced an undesirable B-5 match.

The sliding window technique allows matching of
branches (and hence subtrees) scattered throughout the trees,
minimizing the risk of producing arbitrary matches. Since
the branch match cost is calculated recursively, it allows
memoization of the solution, e.g. if two branches a; and b
and all of their descendants remain unmatched in a particular
iteration, the match cost between them need not be recalcu-
lated for the next iteration. The sliding window paradigm al-
lows for flexible expansion of window size wherein branches
from multiple levels may be exposed simultaneously, a fea-
ture which may be useful in some applications.

4.2. Choice of Weight Vector and Threshold

Typically, the more important tree features should be as-
signed higher weights, e.g. if the trees to be matched con-
sist of straight line branches only, the turning angles of the

Algorithm 2 Tree matching algorithm

1: Input: Branch sets A and B of source and target trees

2: Output: A match, S, of the form (a;,b;), where a; €
A,b; € B, and if (a;,b;),(aj,b;) €S, a; # aj,b; # b;

3: o/, 1 + First level branches of source and target trees

4: repeat

5: P < aminimum weight perfect matching of o/, /

6:  for each Edge (a,b) € P do

7 if Cost of edge (a,b) <1, then

8 Q < perfect matching of descendants of a,b

9 S=SuU{(a,b)}UQ

10: 6/ + (6! —a) , W <+ (1 — D)
11: end if
12:  end for

13: 0,7 < children branches of 6/ and T/ respectively
14: o/=cUoc/, "/ =ntUT/

15: untilc =o/and T =1/

16: S=SUP

branches practically play no role in matching and should
have zero weights. An automatic way of weight assignment
based on feature importance is described next.

The feature vector f for each branch is normalized to
be zero mean and unit variance. The normalized feature
vectors for each tree is represented by an n-by-n matrix,
F=(f1,/2,.,[n), where fi(i=1,2,...,n) is the feature vec-
tor of the " branch. The relative importance of the differ-
ent features can be estimated from the eigen decomposition
of the covariance matrix, C = %F FT, which can be repre-

n
sented as C = QAQT = _Zl ciq,-qiT, where O = (q1,92, ...,qn)

i=
is an orthogonal matrix of eigenvectors ¢; of C, and A is a

diagonal matrix of corresponding eigenvalues c;. The ele-
ments of the eigenvectors or principal components reflects
the loading of each feature, e.g. if a feature heavily loads
the first principal component (with highest eigenvalue), its
variance is high along this component and hence it plays
an important role in matching. The overall contribution or
load, A of a feature i is calculated by the weighted sum of
the " element of each eigenvector with the corresponding
eigenvalue. This ensures that the features loading the impor-
tant principal components (associated with higher eigenval-
ues) are assigned high weights. The process is carried out
for both the trees and the resultant weight for a feature is:

wi = Mi Mo where A1;s and Ay;s are the i'" feature loads
YA XA
i=1 i=1

for the two trees respectively, and n is the number of features.
Thus the weights are proportional to their importance and the
sum of weights equal one when the two trees are identical.

The threshold for selecting good matches is typically
chosen before the first iteration as 10% of the cost of
matching the larger tree to a null tree, and is gradually re-
duced in proportion to the iteration level, thereby ensuring a
lower threshold for matching smaller subtrees. Although the
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Figure 6: Top Row Left: Matching both sides of a hu-
man respiratory tree (picture: 3D Bronch ipad/iphone app).
The matches obtained between the right and left (shown re-
flected) lungs shows symmetry. A slight mismatch is shown
by the red circle. Center Row: Aging process of cortical
neurons ( [PMOI1]). A fairly good match between the first
level branches illustrates the growing process. Bottom Row:
Matching the shifting pattern of Kosi river over two time
spans. Matches obtained reveal the similar nature of river
Sflow, which is of high geographical importance.

weights and threshold are automatically calculated, the user
can manually control them as well.

5. Results

Figure 6 shows the results of the matching algorithm when
applied to real world physical systems and a series of syn-
thetically generated geometric tree pairs (Figure 7). In each
of the synthetic examples, the target tree is generated by ar-
bitrarily editing the source tree by means of transforming
and migrating different subtree parts, which conforms to al-
most all physically changing geometric trees. It can observed
that the matching algorithm correctly identifies the similar
tree branches across the two trees even when they undergo
drastic transformations and migrations. Affine transforma-
tions like rotation and translation do not affect the geometric
branch features, and can easily be detected by the algorithm,
whereas scaling and shear will affect a few features and un-
less subtrees transform drastically, can be detected.

6. Summary

A variant of the minimum weight perfect matching, called
the sliding window matching is introduced for finding simi-
larities between geometric trees in terms of their geometric
as well as topological features. The technique is the first al-
gorithm to match geometric trees and has direct application
to actual physical data having tree structure. When the tree
structures representing the physical data undergo metamor-
phosis, the matching algorithm can be used to compare the
trees to provide useful insight about the actual morphology
of the physical system.

(© The Eurographics Association 2014.

< ~® e ~®
59 =3 X
o :‘) 7){& A s :‘) ?/7\{3
> % ) NS
Y 4\/\@9 = & Y
LS@ % 2> <3 L‘?’ T ) B S
<) < RS S FNK A
TS 25 ﬁg &
B3 <8 - pePTEC
== = =2 =
TS = % = =
e > : N
@%), SES= > >/ SRS =2
X ¢ TS
e ):?Qi - ﬂ, @
= B2 R 2
7z PN == [ =2
O = S R
\l >>@</>3’< Lo Q s >\®,< Lo
s s > & :
£ - - S R N =
Ty > ® = 1Y
®7><§\® . AR /®
[
e e e
&
’H\\ =3 7 ST ™
o~ & B KD
X AL /;E*\A \\®Jﬁ' €/® - —
= <o
SR SrEE [
\E! =
rde 'E (=} .
= = S
[y =]
Pj‘:u@
B ‘T [ sty
LB ©‘( B 1L‘ ®
3 =5 e
=
AR T L S =
=) || i S @, 1 )
1 1 =)
D W
e (e B Do
5 R L l?é el I (RN =N
iy = et

Figure 7: Synthetic tree matching. Each example is split in
four rows. Each row of each set shows the source and target
trees. Partial matches are shown in each row for clarity. The
matches in each set is highlighted with the same color and
numbers. A zoom of 4x provides optimum clarity.
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Appendix A: Branch Decomposition of a Tree

Let Q be the set of all possible unique paths originating in an
internal node or a leaf node and terminating in a leaf node in
a geometric tree. The most dominant path p in Q forms the
main (first level) branch b. Ideally, this path should have two
leaf nodes as its terminal nodes and at any internal node the
turning angle should be close to 180°, implying path conti-
nuity (Figure 8). In general, this criterion is enough to com-
pute the main branch. In some cases, if the application de-
mands a main branch to be characterized by specific geomet-
ric or topological features, e.g. length, a weighted measure
of the desired features is also taken into account (Figure 8).

The main branch b
has two leaf nodes,
one of which is con-
sidered a root node in
case of an unrooted
tree, and all the paths
having edge overlaps
with b are discarded.
Next, for each inter-
nal node i of b, the
most dominant path
(determined similarly
as the main branch) originating from i is selected as a second
level branch with b as its parent. The process continues for
each of the second level branches to obtain a set of third level
branches, and so on (Figure 2). The selection of branches in
this manner ensures that there is no edge-overlap between
two branches. Note that in case of a rooted tree, there can be
multiple first level branches originating from the root.

Figure 8: Left: Path ACB
having turning angle closer to
180°at C is preferred over ACD
as main branch. Right: If ACD
is the desired main branch,
length is also considered.

Appendix B: Complexity Analysis of Matching Algorithm

Let N be the average number of tree nodes, n be the average
number of branches (hence leaf nodes), and d be the average
number of children of each branch. A minimum weight per-
fect matching P is computed log(n) times which is the num-
ber of levels of branches. Since the Hungarian Algorithm has
a cubic run time, the overall runtime for perfect match cal-
culation is O(n’log(n)). The match cost between a branch
pair is recalculated only when one or more descendants of
either has been matched in the latest iteration. Since there
can be at most n elements in the final match list, each match
cost can be recalculated at most n times. The time required
for calculating each match cost using Hungarian algorithm
is O(a’3 ). So, the recalculate cost for each pair of branches is
O(nd3), and since there are n’ possible matches, the overall
runtime for this part of the algorithm is O(n>d>) which can
be approximated to O(n3) assuming the average degree of
each node is constant. Thus, the overall runtime of the algo-
rithm is O(n’log(n)) +O(n?), which is O(n*log(n)). Hence,
the overall time complexity including pre-processing branch
decomposition step is O(n’log(n)) + O(N?).

(© The Eurographics Association 2014.
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